**AINT308: Problem with Saliency Code**

**Phil Culverhouse, James Rogers**

The PanView window shows the individual saccade gazes overlaid on a world-view map that is egocentric to the OWL. It is not updated properly, as the OWL moves it gaze around its world driven by the saliency map.

We have observed an issue under Win10 where the video stream is buffered by the OS and read by OpenCV VideoCapture(). The issue is that the Salience code reads a video frame from the OWL video stream and processes it. It determines where to move the eyes to, moves the eyes, and takes another frame from the video stream.

But, the video stream is fully buffered by the OS, so as not to drop frames (the norm for applications like Netflix for example). But our application needs to flush the video buffer between frames processed, so as to be reading an up to date frame from the OWL and not an old one that holds a photo of somewhere the OWL used to be looking at a few seconds ago!

Unfortunately, there is no buffer flush function in VideoCapture devices. So we have to emulate the flush function. Check out lines 176-180 shown in Code Snippet 1.

//============Capture Frame=========

//for(int f=0;f<15;++f){

if (!cap.*read*(Frame)){

cout << "Could not open the input video: " << source << endl;

}

//}

Code Snippet 1: reading from video stream

You will see that we have commented out a for loop around the read frame. Once you have a saliency map running, you will need to uncomment this loop control to allow the buffer to be emptied before you take the next photo.

You could replace cap.read() with cap.grab() to grab a set of frames from the buffer, and then just process the last one for colour etc. by calling cap.retrieve(), which is more efficient.

Only play with this adjustment once you are happy that your feature maps are complete. Since adding more maps, and other processing will slow the program down and cause the pseudo-flushing not to work fully.